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**Вопрос 1.**

Паттерн (шаблон) проектирования — это повторно используемое решение для типичных проблем в проектировании программного обеспечения. Некоторые примеры архитектурных паттернов: MVC, MVP, MVVM, Singleton, Factory, Observer, Command и т.д.

**Вопрос 2.**

MVVM – это сокращение от Model-View-ViewModel. Это архитектурный паттерн, используемый для разработки пользовательских интерфейсов. ViewModel служит для отделения бизнес-логики от графического пользовательского интерфейса и обеспечивает связь между View и Model.

**Вопрос 3.**

View в MVVM отвечает за отображение данных и взаимодействие с пользователем. В WPF (Windows Presentation Foundation) Views могут быть представлены в виде XAML-файлов, пользовательских элементов управления и страниц.

**Вопрос 4.**

ViewModels в MVVM отвечает за предоставление данных для View и обработку пользовательских действий. Отделение бизнес-логики от логики представления важно для обеспечения гибкости и пере используемости кода.

**Вопрос 5.**

Models в MVVM отвечает за хранение и манипулирование данными. Примером инструмента, который бы обеспечивал удобный доступ к данным, может быть Entity Framework - фреймворк для работы с базами данных в .NET.

**Вопрос 6.**

Пример строки Scaffold-DbContext для формирования модели:

Scaffold-DbContext "Server=(localdb)\MSSQLLocalDB;Database=TestDatabase;Trusted\_Connection=True;" Microsoft.EntityFrameworkCore.SqlServer -OutputDir Models

**Вопрос 7.**

Интерфейс INotifyPropertyChanged используется для уведомления о изменении свойств объекта. Он позволяет сообщать системе об изменениях в свойствах объекта, чтобы она могла обновить соответствующие элементы управления в пользовательском интерфейсе.

**Вопрос 8.**

ObservableCollection<T> – это типизированная коллекция, которая реализует интерфейс INotifyCollectionChanged. Она предназначена для хранения объектов определенного типа T и автоматически уведомляет все привязанные элементы управления о любых изменениях, которые произойдут в коллекции. List<T>, в свою очередь, не реализует интерфейс INotifyCollectionChanged и не уведомляет элементы управления об изменениях.

**Вопрос 9.**

DataContext – это свойство, которое задает контекст данных для элемента управления в XAML. Оно связывает модель представления и пользовательский интерфейс. Пример задания модели представления для окна Window в коде XAML:

<Window.DataContext>

    <local:MainWindowViewModel/>

</Window.DataContext>

**Вопрос 10.**

Команда в WPF – это специальный объект, который позволяет обрабатывать действия пользователя (например, нажатие на кнопку). Методы, которые определяет интерфейс ICommand:

- Execute – метод, который вызывается при выполнении команды.

- CanExecute – метод, который определяет, может ли команда быть выполнена в данный момент.

**Вопрос 11.**

RelayCommand — это класс, который реализует интерфейс ICommand и позволяет связать команду с методом, который будет выполнен при ее вызове.

Пример реализации RelayCommand на C#:

public class RelayCommand : ICommand

{

private readonly Action<object> \_execute;

private readonly Predicate<object> \_canExecute;

public RelayCommand(Action<object> execute, Predicate<object> canExecute = null)

{

\_execute = execute ?? throw new ArgumentNullException("execute");

\_canExecute = canExecute;

}

public bool CanExecute(object parameter)

{

return \_canExecute == null || \_canExecute(parameter);

}

public void Execute(object parameter)

{

\_execute(parameter);

}

public event EventHandler CanExecuteChanged

{

add { CommandManager.RequerySuggested += value; }

remove { CommandManager.RequerySuggested -= value; }

}

}

Пример использования команды на стороне модели представления:

public class MyViewModel : INotifyPropertyChanged

{

public event PropertyChangedEventHandler PropertyChanged;

private string \_myProperty;

public string MyProperty

{

get { return \_myProperty; }

set

{

if (\_myProperty != value)

{

\_myProperty = value;

OnPropertyChanged(nameof(MyProperty));

}

}

}

private RelayCommand \_myCommand;

public ICommand MyCommand

{

get

{

if (\_myCommand == null)

{

\_myCommand = new RelayCommand(param => DoMyCommand(), param => CanDoMyCommand());

}

return \_myCommand;

}

}

private void DoMyCommand()

{

*// выполнение команды*

}

private bool CanDoMyCommand()

{

*// проверка возможности выполнения команды*

return true;

}

private void OnPropertyChanged(string propertyName)

{

PropertyChanged?.Invoke(this, new PropertyChangedEventArgs(propertyName));

}

}

Пример привязки команды к кнопке:

Copy Code

<Button Content="Кликни меня" Command="{Binding MyCommand}" />

Здесь кнопка привязывается к команде MyCommand объекта MyViewModel. При нажатии на кнопку будет вызван метод DoMyCommand(), если CanDoMyCommand() вернет true.

**Вопрос 12.**

Для произведения валидации в рамках паттерна MVVM можно использовать два способа:

1. Использование ValidationRule — это класс, который наследуется от абстрактного класса ValidationRule и позволяет проверять входные данные, возвращая ValidationResult, содержащий информацию об ошибке (если она есть). Пример использования ValidationRule для проверки количества товара может выглядеть следующим образом:

csharpCopy Code

public class QuantityValidationRule : ValidationRule

{

public override ValidationResult Validate(object value, CultureInfo cultureInfo)

{

int.TryParse(value.ToString(), out int quantity);

if (quantity <= 0)

{

return new ValidationResult(false, "Количество товара должно быть положительным числом.");

}

return ValidationResult.ValidResult;

}

}

1. Использование интерфейса IDataErrorInfo - это интерфейс, который определяет два метода: Error и Item[]. Метод Error возвращает строку с сообщением об ошибке, а метод Item[] возвращает сообщение об ошибке для заданного свойства. Пример использования IDataErrorInfo для проверки сложности пароля может выглядеть следующим образом:

csharpCopy Code

public class User : IDataErrorInfo

{

public string Password { get; set; }

public string this[string propertyName]

{

get

{

string error = null;

if (propertyName == "Password")

{

if (!Regex.IsMatch(Password, @"^(?=.\*[a-z])(?=.\*[A-Z])(?=.\*\d)[a-zA-Z\d]{8,}$"))

{

error = "Пароль должен содержать буквы в верхнем и нижнем регистре и хотя бы одну цифру; длина пароля 8 или более знаков.";

}

}

return error;

}

}

public string Error

{

get { return null; }

}

}

**Вопрос 13.**

Паттерн MVVM (Model-View-ViewModel) имеет ряд достоинств и недостатков:

Достоинства:

* Упрощает разделение бизнес-логики и представления.
* Улучшает тестируемость кода благодаря легкому доступу к модели и вьюмодели.
* Обеспечивает более эффективную работу между дизайнерами и разработчиками.
* Помогает уменьшить количество ошибок и повторения кода.

Недостатки:

* Может привести к увеличению количества классов и сложности кода.
* Необходимость написания большого количества шаблонного кода для связывания данных.
* Из-за двухсторонней привязки данных между вью и вьюмоделью может возникнуть проблемы с производительностью.

Выбор использования паттерна MVVM зависит от конкретной задачи и требований к приложению. В случае, когда важно разделить логику и представление, а также обеспечить хорошую тестируемость, MVVM может быть хорошим выбором.

Однако, если в приложении больше акцент делается на событиях и состояниях, то использование "смешанной" логики, построенной на обработчиках событий, можно считать более подходящим. Это может быть полезно в случае приложений с большим количеством интерактивных элементов и динамическими изменениями состояний.